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قسمت اول:

data\_path = '<>'

gen\_path = '<>'

covid\_path = '<>'

covid\_std\_path = '<>'

covid\_dwt\_path = '<>'

normal\_path = '<>'

normal\_std\_path = '<>'

normal\_dwt\_path = '<>'

bacterial\_path = '<>'

bacterial\_std\_path = '<>'

bacterial\_dwt\_path = '<>'

viral\_path = '<>'

viral\_std\_path = '<>'

viral\_dwt\_path = '<>'

dir\_path = '<>'

train\_path = '<>'

test\_path = '<>'

covid\_path\_name = 'COVID'

covid\_std\_path\_name = 'COVID\_STD'

covid\_dwt\_path\_name = 'COVID\_DWT'

covid\_dwt\_path\_name\_2 = 'COVID\_DWT\_2'

normal\_path\_name = 'NORMAL'

normal\_std\_path\_name = 'NORMAL\_STD'

normal\_dwt\_path\_name = 'NORMAL\_DWT'

bacterial\_path\_name = 'BACTERIAL'

bacterial\_std\_path\_name = 'BACTERIAL\_STD'

bacterial\_dwt\_path\_name = 'BACTERIAL\_DWT'

bacterial\_std\_extra\_path\_name = 'BACTERIAL\_STD\_EXTRA'

viral\_path\_name = 'VIRAL'

viral\_std\_path\_name = 'VIRAL\_STD'

viral\_dwt\_path\_name = 'VIRAL\_DWT'

viral\_std\_extra\_path\_name = 'VIRAL\_STD\_EXTRA'

قسمت دوم

#ImageDataGenerator is used to create more images from the existing COVID covid dataset images

import os

import shutil

#import cv2

import numpy as np

import pandas as pd

from matplotlib import pyplot as plt

from tensorflow.keras.preprocessing.image import ImageDataGenerator, load\_img, img\_to\_array

from PIL import Image, ImageOps

from config import covid\_std\_path, gen\_path

if \_\_name\_\_ == '\_\_main\_\_':

datagen = ImageDataGenerator(rotation\_range=30, width\_shift\_range=0.3, height\_shift\_range=0.3, shear\_range=0.3, zoom\_range=0.2, horizontal\_flip=True, fill\_mode='constant')

data\_files = os.listdir(covid\_std\_path)

data = np.zeros(shape=(len(data\_files), 299, 299, 3))

data\_index = 0

for filename in data\_files:

image\_path = os.path.join(covid\_std\_path, filename)

img = Image.open(image\_path)

#print(img\_arr.shape)

# if img.mode != 'L':

# img = ImageOps.grayscale(img)

# img = img.resize((299, 299, 3))

img\_arr = np.asarray(img)

#2D to 3D

# img\_arr = np.reshape(img\_arr, newshape=img\_arr.shape+(1,))

data[data\_index] = img\_arr

data\_index = data\_index+1

print(data.shape)

#import random

#for i in range(10):

# print(data[random.randint(0, data.shape[0])])

count = data.shape[0]

i = 0

for batch in datagen.flow(data, batch\_size=150, save\_to\_dir=gen\_path, save\_prefix='covid', save\_format='png'):

i = i+1

print(f"Batch {i} Done")

if (i>=9):

break

print('Done')

قسمت سوم

import os

import math

import pywt

import numpy as np

from PIL import Image, ImageOps

from config import train\_path, test\_path

from config import covid\_path\_name, covid\_std\_path\_name, covid\_dwt\_path\_name, covid\_dwt\_path\_name\_2

from config import normal\_path\_name, normal\_std\_path\_name, normal\_dwt\_path\_name

from config import bacterial\_path\_name, bacterial\_std\_path\_name, bacterial\_dwt\_path\_name

from config import viral\_path\_name, viral\_std\_path\_name, viral\_dwt\_path\_name

#Main function for creating DWT sets from datasets

def gen\_DWTs(root\_path, src\_path, dst\_path):

dir\_path = os.path.join(root\_path, src\_path)

data\_files = os.listdir(dir\_path)

for file in data\_files:

image\_path = os.path.join(root\_path, src\_path, file)

img\_norm\_cA = get\_dwt2(image\_path)

img\_norm\_cA.save(os.path.join(root\_path, dst\_path, 'dmey\_dwt\_' + file))

print(file)

#Creates DWT of single images

def get\_dwt2(image\_path):

img\_bgr = Image.open(image\_path)

print(img\_bgr.size)

np\_bgr = np.asarray(img\_bgr)

#cA = pywt.wavedec2(np\_bgr, 'db2', mode='periodization', level=2)[0]

#Single-Level decomposition

cA, coEffs = pywt.dwt2(np\_bgr, 'dmey', axes=(0, 1))

print(cA.shape)

norm\_cA = normalize(cA)

print(norm\_cA.shape)

norm\_cA = norm\_cA.astype(np.uint8)

#print(norm\_cA)

img\_norm\_cA = Image.fromarray(norm\_cA)

img\_norm\_cA = img\_norm\_cA.resize((224,224))

return img\_norm\_cA

# cH = coEffs[0]

# norm\_cH = normalize(cH)

# norm\_cH = norm\_cH.astype(np.uint8)

# img\_norm\_cH = Image.fromarray(norm\_cH)#.convert('L')

# # return img\_norm\_cH

# cV = coEffs[1]

# norm\_cV = normalize(cV)

# norm\_cV = norm\_cV.astype(np.uint8)

# img\_norm\_cV = Image.fromarray(norm\_cV)#.convert('L')

# cD = coEffs[2]

# norm\_cD = normalize(cD)

# norm\_cD = norm\_cD.astype(np.uint8)

# img\_norm\_cD = Image.fromarray(norm\_cD)#.convert('L')

# img\_hor1 = get\_concat\_h(img\_norm\_cA, img\_norm\_cH)

# img\_hor2 = get\_concat\_h(img\_norm\_cV, img\_norm\_cD)

# img\_ver = get\_concat\_v(img\_hor1, img\_hor2)

# img\_ver.save(os.path.join(train\_path, 'all.png'))

#Normalize images whose pixel values range goes beyond (0, 255)

def normalize(array):

#img = Image.fromarray(img)

#array = np.asarray(img)

max = -math.inf

min = math.inf

for i in range(array.shape[0]):

for j in range(array.shape[1]):

for k in range(array.shape[2]):

if array[i][j][k]>max:

max = array[i][j][k]

if array[i][j][k]<min:

min = array[i][j][k]

print(min, max)

array1 = (array-min)\*255/(max-min)

return array1

def get\_concat\_h(im1, im2):

dst = Image.new('L', (im1.width + im2.width, im1.height))

dst.paste(im1, (0, 0))

dst.paste(im2, (im1.width, 0))

return dst

def get\_concat\_v(im1, im2):

dst = Image.new('L', (im1.width, im1.height + im2.height))

dst.paste(im1, (0, 0))

dst.paste(im2, (0, im1.height))

return dst

if \_\_name\_\_ == '\_\_main\_\_':

gen\_DWTs(train\_path, covid\_std\_path\_name, covid\_dwt\_path\_name)

# gen\_DWTs(test\_path, normal\_std\_path\_name, normal\_dwt\_path\_name)

# gen\_DWTs(test\_path, bacterial\_std\_path\_name, bacterial\_dwt\_path\_name)

# gen\_DWTs(test\_path, viral\_std\_path\_name, viral\_dwt\_path\_name)

#gen\_DWTs(train\_path, normal\_std\_path\_name, normal\_dwt\_path\_name)

#get\_dwt2('E:\\Research\\5. Covid DWT\\Train\\COVID\_STD\\0a7faa2a.png')

قسمت چهارم

#Extensions are checked to assess the composition of the images in the datasets

import os

import shutil

#import cv2

import numpy as np

import pandas as pd

from matplotlib import pyplot as plt

from PIL import Image, ImageOps

#from tensorflow.keras.preprocessing.image import ImageDataGenerator, load\_img, img\_to\_array

from config import data\_path

if \_\_name\_\_ == '\_\_main\_\_':

data\_files = os.listdir(data\_path)

jpg\_checks, jpeg\_checks, png\_checks = [], [], []

#print(data\_files)

for i in data\_files:

filename, file\_ext = os.path.splitext(i)

if file\_ext=='.jpg':

jpg\_checks.append(i)

elif file\_ext=='.jpeg':

jpeg\_checks.append(i)

elif file\_ext=='.png':

png\_checks.append(i)

else:

print(file\_ext)

print(len(jpg\_checks), len(jpeg\_checks), len(png\_checks))

#Dimension check

min\_height, min\_width = 10000, 10000

avg\_height, avg\_width = 0, 0

count = 0

for filename in data\_files:

image\_path = os.path.join(data\_path, filename)

img = Image.open(image\_path)

#print(img\_arr.shape)

if img.mode != 'L':

img = ImageOps.grayscale(img)

img\_arr = np.asarray(img)

(height, width) = img\_arr.shape

if height<300 or width<300:

print(height, width)

if min\_height>height:

min\_height = height

if min\_width>width:

min\_width = width

avg\_height = avg\_height+height

avg\_width = avg\_width+width

count = count+1

print(min\_height, min\_width)

print(avg\_height/count, avg\_width/count)

قسمت پنجم

#The metadata of the Cohen JP COVID dataset is checked to see the characteristics of the dataset

import os

import shutil

from PIL import Image, ImageOps

import numpy as np

import pandas as pd

from matplotlib import pyplot as plt

from config import dir\_path, data\_path

os.chdir(dir\_path)

def get\_image(df):

folder = df['folder']

filename = df['filename']

image\_path = os.path.join(folder, filename)

img = Image.open(image\_path)

img.show()

def copy\_image(df):

folder = df['folder']

filename = df['filename']

src\_path = os.path.join(folder, filename)

dst\_path = os.path.join(data\_path, filename)

shutil.copyfile(src=src\_path, dst=dst\_path)

print(src\_path)

def traverse\_df(df):

for i in range(len(df)):

#get\_image(df.iloc[i])

copy\_image(df.iloc[i])

if \_\_name\_\_ == '\_\_main\_\_':

metadata = pd.read\_csv('metadata.csv')

print(len(metadata))

covid\_chest\_pa = metadata.loc[(metadata['folder'] == 'images') & (metadata['view'] == 'PA') & (metadata['finding'] == 'Pneumonia/Viral/COVID-19')]

covid\_chest\_ap = metadata.loc[(metadata['folder'] == 'images') & (metadata['view'] == 'AP') & (metadata['finding'] == 'Pneumonia/Viral/COVID-19')]

covid\_chest\_ap\_supine = metadata.loc[(metadata['folder'] == 'images') & (metadata['view'] == 'AP Supine') & (metadata['finding'] == 'Pneumonia/Viral/COVID-19')]

covid\_chest\_axial = metadata.loc[(metadata['folder'] == 'images') & (metadata['view'] == 'Axial') & (metadata['finding'] == 'Pneumonia/Viral/COVID-19')]

covid\_chest\_coronal = metadata.loc[(metadata['folder'] == 'images') & (metadata['view'] == 'Coronal') & (metadata['finding'] == 'Pneumonia/Viral/COVID-19')]

covid\_chest\_l = metadata.loc[(metadata['folder'] == 'images') & (metadata['view'] == 'L') & (metadata['finding'] == 'Pneumonia/Viral/COVID-19')]

#Mostly use only PA, AP and AP Supine

#print(len(covid\_chest\_ap), len(covid\_chest\_ap\_supine), len(covid\_chest\_axial), len(covid\_chest\_coronal), len(covid\_chest\_l), len(covid\_chest\_pa))

print(len(covid\_chest\_ap)+len(covid\_chest\_ap\_supine)+len(covid\_chest\_pa))

#Execute the following to copy the AP, AP\_Supine and PA images to the training directory

traverse\_df(covid\_chest\_ap)

traverse\_df(covid\_chest\_ap\_supine)

traverse\_df(covid\_chest\_pa)

قسمت اول تمرین

from PIL import Image, ImageOps

import pywt

print(pywt.wavelist('dmey'))

# img\_bgr = Image.open('E:\\Research\\5. Covid DWT\\Test\\COVID\_STD\\00870a9c.png')

# print(img\_bgr.size)

قسمت ششم

#Split the datasets into the required train and test sets

import os

import shutil

#import cv2

import numpy as np

import pandas as pd

from matplotlib import pyplot as plt

#from tensorflow.keras.preprocessing.image import ImageDataGenerator, load\_img, img\_to\_array

from sklearn.model\_selection import train\_test\_split

from config import train\_path, test\_path, covid\_path\_name

main\_read\_path = train\_path

main\_write\_path = train\_path

def splitFileData(arr\_x, arr\_y):

x\_train, x\_test, y\_train, y\_test = train\_test\_split(arr\_x, arr\_y, test\_size=0.40, random\_state=42)

print(len(x\_train))

print(len(x\_test))

return x\_train, x\_test

def writeFileData(path, data):

with open(path, 'w') as f:

for item in data:

f.write("%s\n" % item)

def moveFiles(filenames, src\_path, dst\_path):

index = 0

file = ''

for filename in filenames:

source = os.path.join(src\_path, filename)

shutil.move(source, dst\_path)

file = source

index = index+1

#if index>0:

# break

print(index)

return file

if \_\_name\_\_ == '\_\_main\_\_':

#Get all the COVID data in train directory and split

#data\_files = os.listdir(data\_path)

#data\_y = np.zeros(len(data\_files))

#data\_file\_train, data\_file\_test = splitFileData(data\_files, data\_y)

#Write the split data to separate text files

#writeFileData(file\_train\_path, data\_file\_train)

#writeFileData(file\_test\_path, data\_file\_test)

#Get all COVID data and split

data\_files = os.listdir(os.path.join(train\_path, covid\_path\_name))

data\_y = np.zeros(len(data\_files))

data\_file\_train, data\_file\_test = splitFileData(data\_files, data\_y)

moveFiles(data\_file\_test, os.path.join(train\_path, covid\_path\_name), os.path.join(test\_path, covid\_path\_name))

قسمت ترنسفرم

#Move chunks of dataset as per requirement

import os

import shutil

#import cv2

import numpy as np

import pandas as pd

from matplotlib import pyplot as plt

#from tensorflow.keras.preprocessing.image import ImageDataGenerator, load\_img, img\_to\_array

from PIL import Image, ImageOps

from config import train\_path, test\_path

from config import covid\_path\_name, covid\_std\_path\_name

from config import normal\_path\_name, normal\_std\_path\_name

from config import bacterial\_path\_name, bacterial\_std\_path\_name

from config import viral\_path\_name, viral\_std\_path\_name

def normal\_transfer(filenames, read\_path, write\_path):

count = 0

for filename in filenames:

src\_path = os.path.join(read\_path, filename)

dst\_path = os.path.join(write\_path, 'covid\_'+filename)

#img = Image.open(image\_path)

shutil.copyfile(src=src\_path, dst=dst\_path)

count = count+1

return count

def std\_transfer(filenames, read\_path, write\_path):

count = 0

for filename in filenames:

src\_path = os.path.join(read\_path, filename)

#Destination image must be stored in png

new\_filename, file\_extension = os.path.splitext(filename)

new\_filename = new\_filename+'.png'

dst\_path = os.path.join(write\_path, new\_filename)

img = Image.open(src\_path).convert("RGB")

#if img.mode != 'L':

# img = ImageOps.grayscale(img)

#img = img.resize((224, 224))

print(img.size, img.mode)

img.save(dst\_path, "PNG")

count = count+1

print(dst\_path, img.size, img.mode)

return count

if \_\_name\_\_ == '\_\_main\_\_':

#COVID to Std Directory

covid\_files = os.listdir(os.path.join(test\_path, covid\_path\_name))

result = std\_transfer(covid\_files, os.path.join(test\_path, covid\_path\_name), os.path.join(test\_path, covid\_std\_path\_name))

print(result)

#Normal to Std Directory

normal\_files = os.listdir(os.path.join(test\_path, normal\_path\_name))

result = std\_transfer(normal\_files, os.path.join(test\_path, normal\_path\_name), os.path.join(test\_path, normal\_std\_path\_name))

print(result)

#Bacterial to Std Directory

bacterial\_files = os.listdir(os.path.join(test\_path, bacterial\_path\_name))

result = std\_transfer(bacterial\_files, os.path.join(test\_path, bacterial\_path\_name), os.path.join(test\_path, bacterial\_std\_path\_name))

print(result)

#Viral to Std Directory

viral\_files = os.listdir(os.path.join(test\_path, viral\_path\_name))

result = std\_transfer(viral\_files, os.path.join(test\_path, viral\_path\_name), os.path.join(test\_path, viral\_std\_path\_name))

print(result)